Software Engineering Seminar (WiSe 2016/17)

Synthesizing Framework Models for Symbolic Execution

Description

Symbolic execution [2] was introduced by James C. King more than 40 years ago and it succeeded in several recent applications [3], most influenced by the dramatic increase in the computational power of modern computers and, thereby connected, the improved capabilities of decision procedures. Although, recent work in this area made impressive achievements [4] like the handling of complex and recursive data structures, as well as multi-threading and a hybrid approach called dynamic symbolic execution to handle native code [4], symbolic execution is still limited to a small set of real-world applications. One problem is that such applications use third-party frameworks and important control and data flows occur via these frameworks. In most cases these frameworks cannot be executed symbolically because we have no access to the source code and they are way too large and complex for an efficient symbolic analysis. The standard solution would be to manually create a simplified (abstracted) framework model that can be used in a symbolic analysis. These models are created by hand and must be updated during the software evolution, hence, this is very error-prone and cumbersome. Jeon et al. [1] proposed with their paper Synthesizing Framework Models for Symbolic Execution the first step toward automatically synthesizing framework models.

The student is supposed to focus on Jeon et al. and investigate the state of the art.

Prerequisites

A basic knowledge of software verification techniques and software design patterns is preferable, otherwise it needs some more effort to get into the topic.
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